**Week 02**

Program to convert a given valid parenthesized infix arithmetic expression to postfix expression. The expression consists of single character operands and the binary operators + (plus), - (minus), \* (multiply) and / (divide).

**Code:**

#include <stdio.h>

#include <string.h>

#include <ctype.h>

#define SIZE 20

struct stack {

int top;

char data[SIZE];

};

typedef struct stack STACK;

void push(STACK \*S, char item) {

if (S->top < SIZE - 1) {

S->data[++(S->top)] = item;

} else {

printf("Stack overflow!\n");

}

}

char pop(STACK \*S) {

if (S->top != -1) {

return S->data[(S->top)--];

} else {

printf("Stack underflow!\n");

return '\0';

}

}

int preced(char symbol) {

switch (symbol) {

case '^': return 5;

case '\*':

case '/': return 3;

case '+':

case '-': return 1;

default: return 0;

}

}

void infixpostfix(char infix[20], STACK \*S) {

char postfix[20], symbol, temp;

int i, j = 0;

for (i = 0; infix[i] != '\0'; i++) {

symbol = infix[i];

if (isalnum(symbol)) {

postfix[j++] = symbol;

} else {

switch (symbol) {

case '(':

push(S, symbol);

break;

case ')':

while (S->top != -1 && (temp = pop(S)) != '(') {

postfix[j++] = temp;

}

break;

case '+':

case '-':

case '\*':

case '/':

case '^':

while (S->top != -1 && preced(S->data[S->top]) >= preced(symbol)) {

postfix[j++] = pop(S);

}

push(S, symbol);

break;

}

}

}

while (S->top != -1) {

postfix[j++] = pop(S);

}

postfix[j] = '\0';

printf("\nPostfix expression is: %s\n", postfix);

}

int main() {

char infix[20];

STACK S;

S.top = -1;

printf("Enter infix expression: ");

scanf("%s", infix);

infixpostfix(infix, &S);

printf("\nName: Abhay NY \nUSN: 24BECS404\n");

return 0;

}

**Output:**![](data:image/png;base64,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)